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ABSTRACT
Machine Learning models are known to be susceptible to small
but structured changes to their inputs that can result in wrong
inferences. It has been shown that such samples, called adversar-
ial samples, can be created rather easily for standard neural net-
work architectures. These adversarial samples pose a serious threat
for deploying state-of-the-art deep neural network models in the
real world. We propose a feature augmentation technique called
BatchOut to learn robust models towards such examples. The pro-
posed approach is a generic feature augmentation technique that
is not specific to any adversary and handles multiple attacks. We
evaluate our algorithm on benchmark datasets and architectures to
show that models trained using our method are less susceptible to
adversaries created using multiple methods.
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1 INTRODUCTION
Machine learning models have been shown to be vulnerable to ad-
versarial samples: inputs corrupted with small perturbation specif-
ically optimized to mislead them [4–6, 11, 15]. Szegedy et al. [36]
showed that deep neural networks, despite their impressive per-
formance, are vulnerable to adversarial samples. Later, many Con-
volutional Neural Networks (CNN) based classification models are
shown [11, 18, 23–27] to be fooled by adversarial images. Firstly,
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let us define an adversarial image. Let I be an image that is fed to a
classifier whose mapping from images to labels is denoted as f (I ).

An adversarial image Î can be defined as

f (Î ) =f (I + r ) , f (I ) (1)

s .t ∥Î − I ∥p ≤ δ

Here, r is the perturbation that is added to the image such that
the output of the classifier changes. There is an added restriction
that Î and I do not differ by more than δ under ℓp norm. Usually, ℓ∞
is considered so that maximum pixel-wise difference is restricted.

Because of the ℓp constraint, adversarial images are often in-
distinguishable from their corresponding original images for hu-
mans. Interestingly, the adversarial images generalize across models
trained with different architectures or different subsets of data [36],
reducing the possibility of using an ensemble of classifiers to counter
them. Kurakin et al. [17] recently showed that these examples can
occur in the physical world by printing the adversarial images and
showed that classifiers are fooled by these samples as well. Black-
box attacks, which involve no knowledge of network parameters,
have also been effective in fooling the classifiers [32].

Susceptibility to these rogue samples can pose a severe prob-
lem for deploying the deep learned models in critical applications.
Multiple attempts have been made to understand and reason the
existence of adversarial samples, viz. exploiting linearity of the
models [11], sparse training data [30], proximity of classification
boundary to the submanifold of sampled data [37] etc. Considering
the severity of the problem, there have been multiple attempts to
reduce the effect and train networks robust to such adversaries. One
of the most popular and effective methods is to train the models
with the adversarial examples in addition to the normal samples.
This method, called Adversarial training [11], uses Fast Gradient
Sign Method (FGSM) to generate adversarial examples at each train-
ing iteration and presents a combination of normal and adversarial
examples to train the network.

We propose a novel feature space augmentation technique that
makes the deep learned models robust to adversarial attacks. We
name our method BatchOut, as it operates on a minibatch of data
and similar to dropout, it randomly selects the samples which are to
be used for augmentation. Our method is a generic training regime
that augments the feature space to achieve smoother predictions.
The advantages of our approach over adversarial training are (i)
it requires no knowledge about the nature of the target adversar-
ial attack and (ii) it does not require computing gradient at each
iteration during training.
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Figure 1: A toy example illustrating the proposed feature augmentation technique. (a) Feature space with five categories before
augmentation. (b) Adversarial directions for a chosen sample x . Note that a sample can choose another sample belonging to
same class. (c) Feature augmentations x∗ are shown for x . Note that the augmented samples x∗ (darker circles) can lie anywhere
along the pointed adversarial directions depending upon the value of η.

2 RELATEDWORK
This section is aimed at highlighting some of the previous works
based on model optimization that attempted to defend neural net-
work architectures against adversarial attacks. The most trivial
and effective method is to use the adversarial examples to during
training. This method called Adversarial Training was proposed
by Goodfellow et al.[11]. They used the Fast Gradient Sign Method
(FGSM) to generate adversarial examples at each iteration of train-
ing and trained the network using them. [21] proposed the PGD
adversarial algorithm which is one of the strongest iterative meth-
ods for fooling. They also showed that training with examples
created using their method can increase robustness significantly.
However, it is to be noted that such methods are computationally
expensive and difficult to scale. Although this method is the most
often used defense against adversaries, it is easy to see that it is
specific to the method of adversarial generation and it is difficult
to scale as well. Recently, Kurakin et al.[18] were able to perform
adversarial training for large networks such as Inception-v3 using
synchronous training across 50 machines. Although many defenses
have been proposed (e.g. [7, 13, 35]), they have been shown to be
suffering from obfuscated gradients [2], and could be circumvented
by making slight changes to the adversary. Our method does not
suffer from this, since at test time, we present only the model with-
out any additional architectural changes. Another work presented
by Papernot et al., called Defensive Distillation [31], similar to [14],
uses two networks with the same number of parameters to perform
training. However, it was shown that such networks too can be
attacked by making small changes to the method of attack [8]. [34]
proposed layerwise training with FGSM adversary as a useful regu-
larization to defend the model. They use gradients from previous
minibatch to perturb current minibatch samples to create adver-
sary. Our approach is different from theirs because we obtain these
directions without computing any gradients.

One of the earliest attempts at increasing model robustness was
by Gu and Rizagio [12]. They came up with Deep Contracive Net-
work (DCN) , which had an explicit regularizer of the form




 ∂X i

∂Xi−1





2

which penalizes large changes in outputs of consecutive layers,
thereby ensuring that the Jacobian of the output of the network
w.r.t the input

(
∂X N

∂X 0

)
is minimized when training the network.

However, this regularizer was shown to restrict the capacity of
the network, showing reduced performance when compared with
vanilla training. Recently, there have been multiple attempts to
detect adversarial examples at test time. Hendrik Metzen et al. [22]
were able to detect adversarial examples with considerable success
using an auxiliary binary classifier which was trained to detect
adversarial examples from different methods[22]. Li et al.[20] were
able to detect L-BGFS adversarial examples by using filter statistics
from different layers of the CNN. Our method attempts to create
robust models without any prior knowledge on the adversary.

3 PROPOSED APPROACH
In this section, we present the proposed approach to train robust
networks against adversaries. First, we define the notation that will
be used throughout the paper.

Consider a Convolutional Neural Network (CNN) consisting of
N layers where the N th layer’s output is the softmax distribution
over classes. Let D represent the training data with images and
corresponding labels. X i ∈ Rd denotes the set of activations for
mini-batch of size m at the i-th layer in the network where i ∈
[ 1, 2, ...,N ].X 0 represents the images from the data distributionD.
x ij = X i [ j ] where j ∈ [ 1,m ] denotes the jth sample’s activation
in the minibatch at the ith layer of the network.

Our method is based on the fact that the landscape of learnt
representations is not smooth. Deep Neural Networks learn by
projecting the data onto high dimensional spaces using non-linear
operations. However, the dimensions of these spaces are typically
of the order of thousands, which means that the data used to train
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Algorithm 1 BatchOut

Input: Activations of a mini-batch at the i-th layer X i , Magnitude of augmentation η and number of samples to be augmented k
R← RandInt(m) // Samplem integers from [1, m] with replacement
X i
r ← X i [R] //Choose a random sample from minibatch

d ← X i
r − X

i // Compute the direction of perturbation
X i [1 : k] ← X i [1 : k] + η · d[1 : k] // Augment and replace the first k samples with the corresponding augmented samples

Output: X i

the network usually occupies a very small subspace. But, owing
to efficient optimization procedures, networks end up learning
the mapping onto these low-dimensional subspaces, where the
generalization to validation and test sets is preserved. But these
procedures do not result in smooth manifolds, which is exploited
by adversaries.

There have been multiple attempts to demonstrate this uneven
nature of the representations of the adversarial and their corre-
sponding clean images. Recently, Sabour and Cao et al.[33] showed
that representations learnt by deep networks can be manipulated
adversarially to fool the classifier. They demonstrated that it is
plausible for images to be close in ℓ∞ sense, but their correspond-
ing representations are far according to ℓ2 distance. This, along
with the definition of adversarial images show that the distances
in image space and feature space should be interpreted differently.
The inter-image and inter-feature distances, when analyzed can be
counter intuitive by nature. We can understand these adversarial
samples as adding a small perturbation in the image space to the
original sample such that it results in large changes in their repre-
sentations. Owing to this, multiple methods exploit the gradients to
change the output of the classifier with minimal perturbation in the
image space. Different methods such as Fast Gradient Sign Method
[11] and DeepFool [23] construct these adversaries in one-step or
iterative fashion by using optimization procedures which result
in these changes. These methods try to perturb the sample in the
feature space such that the original sample is displaced along the
direction of other classes. DeepFool explicitly does this by finding
the nearest decision boundary to augment the sample x such that
it is perturbed towards the other side of the boundary.

To overcome these adversaries and to provide an attack-agnostic
method of robustifying the network, we add small perturbations to
the learned representations of images during training itself. This
ensures that they compensate for the adversaries that can occur
during test time. In [12, 36], the authors have demonstrated that
training with Gaussian noise added to the images is not sufficient
to compensate these adversaries. There is also the possibility of
adding Gaussian noise to the learned representations to realize the
same objective. However, we found that this too did not improve
the performance on adversaries. This can be attributed to the fact
that added noise is not strong enough since it has no knowledge of
the subspace that is learnt by the network. In Adversarial training,
this perturbation is added by the FGSM method using gradients.
However, in our method we propose to directly augment the repre-
sentations such that they are perturbed along the samples of other
classes, i.e we add perturbations in the representation space as a
function of the representations themselves.

Hence we define our feature augmentation procedure for a sam-
ple x j in the ith layer of the network as follows.

x i
∗

j = x ij + η · (x ir − x
i
j ) (2)

where x ir = Xi [ R ] and R ∼ U(1,m).

U( a,b ) represents a discrete uniform distribution between [ a,b ].
For a sample x that belongs to a particular class, all other cat-

egories become adversarial to it. In order to perturb the sample
x ij , we need to add the perturbation such that it moves in this ad-
versarial direction. The second term in Equation 2 represents this
perturbation. The term x ir is obtained by sampling from mini-batch
Xi in a uniform manner. Intuitively, the term (x ir − x ij ) represents
the perturbations added to x ij such that it is perturbed towards
x ir . The parameter η determines how far it is perturbed along that
direction.

To illustrate our algorithm, let us consider a toy example where
each class corresponds to single Gaussian with corresponding µ
and σ . Figure 1(a) shows an example distribution with five classes.
Each of the big circles (light colored) denotes subspace occupied
by one class and the smaller circles within them represent the
representations of the data belonging to that class. The adversarial
directions for a data sample x in the projection space are vectors
that connect x to arbitrary samples of other categories. Figure 1(c)
shows the proposed augmentation for a sample x . Note that there
are five semantic classes in the toy example and four augmentations
(x∗) shown. Because of the augmentation, we can observe the part
of distribution corresponding to x ’s semantic category (blue region)
changes as shown in figure 1(c). Also, it might happen that, as a
result of random sampling, some samples might get augmented in
the direction of samples belonging to the same category. In that
case, it can be interpreted as a simple intra-class augmentation
similar to label preserving data augmentation [9]. The proposed
method is presented as an algorithm in Algorithm 1.

4 DISCUSSION
Here, we try to analyze the effectiveness of our method against
adversaries. One question that arises about the proposed method
is how to interpret the augmented features? Bengio et al.[3, 28]
showed that representations are untangled better as we go deeper
into the network. They showed that convex combination of samples
at higher levels of representation leads to plausible looking input
images. Rewriting equation (2),

x∗i = xi + η · (xri − xi ) = (1 − η) · xi + η · xr (3)

We can see that our feature augmentation also achieves the same
objective. Hence, the augmented features from our method can



ICVGIP 2018, December 18–22, 2018, Hyderabad, India

0.1 0.2 0.3 0.4 0.5

epsilon

0

20

40

60

80

100

T
e

s
t 

A
c
c
u

ra
c
y

Baseline Model

Adversarially Trained

Proposed

FGSM

1 2 3 4 5

No. of iterations

0

20

40

60

80

100

T
e

s
t 

A
c
c
u

ra
c
y

Baseline Model

Adversarially trained

Proposed

DeepFool

Figure 2: Test accuracies for the network trained onMNIST against FGSM and DeepFool attacks. We observe that the proposed
BatchOut trained network is robust to both adversarial attacks.

be understood as features that would have been generated from
images that are slight variations of the two corresponding images.
In Adversarial Training, we create adversarial images at each itera-
tion using the FGSM method, yielding adversarial images that are
variations of the training data. Our method can also be understood
as computing adversaries in feature space using the augmentation
method described in Equation 2. Hence, we see an improved perfor-
mance on adversaries generated using both FGSM and DeepFool
methods as shown in section 6.

Another way to understand the efficacy of our method is by relat-
ing to the concept of Deep Contractive Networks (DCN) presented
by Gu and Rizagio et al.[12]. They proposed an explicit regularizer
that would penalize the Jacobian of consecutive layers, thereby
minimizing the Jacobian of the entire network. They also reasoned
that such a regularizer would ensure gradients to the network re-
main as smooth as possible. The main drawback of their method,
as described in section 2, is that this places a hard constraint on the
network which leads to reduction in performance on clean data. In
our method, we are indirectly making the feature space smooth by
creating these augmented samples around the training data. This
comes with the additional benefit of not placing any kind of re-
striction on the network and ensures that sensitivity of network’s
predictions near the training data is decreased. By performing this
augmentation at multiple layers, our method can be interpreted as
trying to reduce the irregularity in learned representations at all
layers of the network.

5 METHODS OF ATTACK
In this paper, we evaluate the robustness of networks under two
different forms of attack. First one, is the Fast Gradient Sign Method
(FGSM) proposed by Goodfellow et al.[11] and DeepFool proposed
by Moosavi-Dezfooli et al.[23]. The following subsections present
a brief introduction to these methods.

5.1 Fast Gradient Sign Method(FGSM)
Fast Gradient Sign Method, as the name suggests, is one of the
fastest and easiest ways of constructing adversaries. This method
involves performing gradient ascent on the Loss function such
that the loss for the correct class increases, thereby decreasing the
model’s confidence towards the predicted class. If J (θ , I ,y) repre-
sents the loss function used to train the network,

Î = I + ϵ · sign(∇I J (θ , I ,ytrue )) (4)

Here, ∇I J (θ , I ,ytrue ) represents the gradient of Loss function w.r.t
the image I . It is easy to see that ϵ , which determines the magnitude
of perturbation added, is a result of placing an ℓ∞ constraint as
described in Equation 1.

5.2 DeepFool
DeepFool is an adversary which iteratively generates adversarial
examples for an image I . They use the pre-softmax representations
to determine the nearest decision boundary to perturb the original



BatchOut: Batch-level feature augmentation to improve robustness to adversarial examplesICVGIP 2018, December 18–22, 2018, Hyderabad, India

1/255 2/255 3/255 4/255 5/255

epsilon

30

40

50

60

70

80

T
e

s
t 

A
c
c
u

ra
c
y

Baseline Model

Adversarially trained

Proposed

FGSM

1 2 3 4 5

No. of iterations

0

20

40

60

80

100

T
e

s
t 

A
c
c
u

ra
c
y

Baseline model

Adversarially trained

Proposed

DeepFool

Figure 3: Test accuracies for the network trained on CIFAR-10 against FGSM and DeepFool attacks. Note that the baseline
network suffers the most and the adversarially trained network suffers more for DeepFool attack. The proposed BatchOut
trained network is robust to both the attacks.

sample. Iteratively, they perturb the input until it crosses that deci-
sion boundary, thereby creating an adversarial example. DeepFool
can be used with any of ℓp constraints, but in our experiments we
use ℓ2 norm to create these samples. DeepFool has been shown to
be minimalistic in the strength of perturbations required to create
the adversarial image Î .

6 EXPERIMENTS
In this sectionwe demonstrate the effectiveness of the proposed aug-
mentation technique to handle the multiple adversarial attacks via
training classifiers on different datasets. In particular, we consider
MNIST [19] and CIFAR-10 [16] datasets and evaluate on adversaries
described above.

6.1 Implementation details
In all our experiments, we implement the algorithm presented in
Algorithm 1. We have implemented the proposed augmentation as
a layer operation in Tensorflow[1] and Lasagne, a Theano based
framework [10, 38] to evaluate our method. To address the question
of gradient computation for our layer, we do not pass the gradient
through the network for the branch that computes the perturba-
tion1, i.e., second half in Equation (2)

[
η(x ir − x

i
j )
]
. This is done so

1This can be done using tf.stop_gradient in Tensorflow and
theano.gradient.disconnected_grad in Theano

that a layer i continuosly generates the augmentation that is fed as
input to layer (i + 1) and by stopping the gradient, the layer i + 1
has no knowledge about the branch computing our augmentation.
Essentially, we are ensuring that the layer (i + 1) get its input x∗
such that it is output of layer i directly, not as a result of our aug-
mentation. Stopping the gradient can be seen as considering the
augmentation branch as constant during backpropagation, even
though it is a function of the previous layer’s inputs. We observed
that if we do not perform this operation, the network learnt to undo
the operation performed by our augmentation, thereby reducing its
effectiveness. During inference, we do not perform the proposed
augmentation and the original activations are passed without aug-
mentation. All operations described in our approach are done on
pre-relu activations. In all our experiments we fixed the value of
k as half of the minibatch size. That is, during training, at each
iteration, 50% of the minibatch samples are augmented. We created
the test adversarial samples from FGSM method using the earlier
version of cleverhans library [29] which supported Theano. We
evaluate our method on different adversaries similar to [22]. The
hyperparameters were chosen based on the performance on the
held out validation set.
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Figure 4: (a) Time of convergence baseline model and model with proposed augmentation trained on CIFAR-10. (b) Effect of
performing the proposed augmentation at different layers.

6.2 MNIST
We trained a CNN which consists of 2 convolution layers and a
fully connected layer 2 using MNIST data. We first train the CNN
without any augmentation and obtain a model referred as Baseline
model, which achieves a classification accuracy of 99.47% on the
test set. We then train a new model with the same architecture
but perform adversarial training as discussed in [11], i.e during
training, at each iteration, half of the images in the mini-batch are
replaced by their corresponding FGSM adversarial images com-
puted over the same network at that instant of training. This is
referred as Adversarially trained model. This network achieved
a classification accuracy of 99.31% on the test set. Lastly, we train a
third model with the same architecture but perform the proposed
feature augmentation at all the layers. That is, the CNN now has
an additional BatchOut layer per each layer. This network achieves
a test accuracy of 99.12% and is referred to as Proposed model.

We test the robustness of all the above three networks towards
adversarial attacks. We compute FGSM and DeepFool adversarial
images corresponding to the test set for the three models sepa-
rately and test their classification performance. Figure 2 shows
the achieved classification accuracies. For evaluating using Fast
Gradient Sign Method, we create adversaries of varied strength
using the parameter ϵ . We evaluated against DeepFool iterative
attack for multiple iterations (1 to 5). As expected, the accuracy
of baseline network falls drastically with increase in the strength
of the adversary. Adversarial trained network shows robustness
to FGSM examples and performs better than the baseline network
on DeepFool examples. However, the proposed approach is clearly
robust to both adversaries, even though it was not trained with ex-
amples from either attack, highlighting the attack-agnostic nature
of our method. Note that the proposed method achieves robustness
to attacks with negligible drop in the accuracy over clean images.
6.3 CIFAR-10
For CIFAR-10 dataset we use a VGG style architecture to classify
the images. The network consists of 5 convolution layers and 2
fully connected layers. Similar to the MNIST scenario, we obtain
three separate models. The Baseline model achieves 80.22%, the
Adversarially Trainedmodel achieves 80.01% and theProposed
2Please refer appendix for exact details regarding the architecture

model achieves 80.79% on the original test set. The only change
we employ here is that the η values are sampled from U[0,N ],
where N is chosen for each Batchout layer. This can be seen as
varying the magnitude of noise and thereby, exploring more points
in the high-dimensional subspace. Figure 3 shows the classification
accuracies obtained on adversarial images crafted from the 10K test
set images. We evaluated our approach with FGSM and DeepFool
adversaries for varied strengths. Note that the normal network is
susceptible to both the attacks and fails to recognize the objects
correctly. Adversarially trained network is robust to only the FGSM
attacks and suffers for DeepFool attacks. On the other hand, as
observedwithMNIST dataset, our approachmakes themodel robust
to multiple attacks without losing accuracy on normal images.

6.4 Time of Convergence
Here we present the time of convergence for baseline training and
training with the proposed feature augmentation with the network
we train for CIFAR-10 dataset. Figure 4(a) shows decrease in loss
as the training progresses. It is clearly observed that our method
does not affect the convergence of the model compared to baseline
training, showing that there is no change in hyper-parameters
such as learning rate, optimizer etc. is required when using our
algorithm.

6.5 Augmenting at different layers
In this section we present the effect of performing the proposed
augmentation at different layers in the network trained on MNIST.
Figure 4(b) shows the classification accuracy on FGSM examples
with ϵ = 0.3 obtained by the network when we perform our aug-
mentation at different individual layers and combinations of them.
Ci denote ith convolution layer and F1 denotes the fully connected
layer. The network consists of two convolution layers and one fully
connected layer. The figure shows the accuracies over normal and
FGSM adversarial images from the 10K test images of the dataset.
It is clearly observed that the performance on adversarial examples
increases as we apply our algorithm to combination of layers simul-
taneously. The best performance was achieved when augmentation
was performed at all layers of the network. This can be attributed
to the fact that reducing the sensitivity at multiple layers of the
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Figure 5: (a) Effect of k , the fraction ofmini-batch samples augmented via Batchout tomake the network robust.We notice that
the classification accuracy on MNIST data peaks at k = 0.5 and is selected across multiple other experiments. (b) Comparison
of Batchout augmentation with that of Gaussian randomnoise. It can be clearly observed that adding structured perturbations
during training is a better alternative to adding random unstructured noise.

network can result in better robustness to adversaries. Note that,
when applied to the single fully connected layer, it performed better
than the combination of convolution layers. This shows that as the
representations are more untangled, our augmentation shows better
variations in data. This leads to presenting more possibilities in
input data, thus increasing the robustness of the network.

6.6 Effect of the hyperparameter k
One of the important hyperparameters of the proposed method is
k , which is the fraction of the minibatch to be augmented using the
proposed method. Here we seek to investigate the effect of varying
this hyperparameter. We observe the accuracy for MNIST data on
normal test samples and their FGSM adversarial counterparts for
ϵ = 0.4. As observed in Fig. 5 (a), we see that as k increases, the
accuracy on normal samples gradually decreases and accuracy on
adversarial samples shows improvement. We notice that k = 0.5
strikes the right balance between both measures, which is to be
expected since k = 0.5 corresponds to equal number of clean and
augmented samples in the minibatch. Hence we set k = 0.5 in all
our reported results.

6.7 Random noise baseline
Our method can be understood as adding small and structured
perturbation in feature space during training such that the network
becomes robust to adversaries. In order to bring out the efficiency
of the proposed approach, we conducted an experiment where
we add random Gaussian noise as perturbation to the minibatch
samples and compare it with the proposed method. To have a fair
comparison with our method, we added the similar magnitude of
perturbation in both cases.

x i
∗

j = x ij + η ·



(x ij )


2 · n

∥(n)∥2
(5)

where n ∼ N(0, 1).

As shown in Fig. 5(b), the proposed method clearly outperforms
the random noise augmentation, indicating that the proposed fea-
ture augmentation which is a function of the representations, is
structured and leads to better robustness to adversaries.

7 CONCLUSION
We have proposed a novel feature augmentation technique that
enables training neural network architecture robust to adversaries.
Our method works in an attack agnostic manner, which results in
improved performance on multiple adversaries, whilst maintaining
the performance on clean test examples. Our algorithm can be easily
implemented in any deep learning framework as an easy-to-use
layer operation. We empirically demonstrate the effectiveness of
our method by training neural network architectures on benchmark
datasets and showing robustness to fooling methods.

8 APPENDIX
8.1 Network Architectures
Here we provide the architecture details of networks that are pre-
sented in Experiments section. Note that Conv(w,w, ch, s) repre-
sents Convolution layer with ch filters withw×w spatial resolution
and perform convolution with stride s . BatchOut is the proposed
Batch level Augmentation Feature Augmentation Layer. FC(ch) de-
notes the fully connected layer with ch neurons. k denotes the %
of minibatch samples that are augmented. Note that value of η is
mentioned at each of the BatchOut layer.
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